![Картинки по запросу ts type](data:image/jpeg;base64,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)
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Язык программирования TypeScript служит полноценной заменой JS, притом TS полноценно компилируется в JS. Он является смесью JS и C# с Java.

В нем статическая типизация и полноценное ООП.

**Объявление**

Объявить переменную можно через let или через const, создав константу.

let n1: number = 12

После имени идет тип переменной. В данном случае тип можно было отпустить и компилятор его установит.

**Типы данных**

В TS сохранились все типы из js, но он добавил еще несколько и видоизменил массивы. Массив типизирован и его можно определить двумя способами:

let arr: number[] = [12, 43, 65, 23]

let arr: Array<number> = [12, 43, 65, 23]

Новый тип данных – это *кортеж*. В нем фиксированная ширина и типы:

let tuple: [string,number,number[]] = ['Alex', 13, [43, 54, 53]];

tuple[0] = 'Kate'

tuple[2].push(13, 5)

console.log (tuple)

Для того чтоб сделать переменную динамичной можно использовать any:

let variable: any = 13

variable = 'Hello'

variable = [13]

console.log (variable)

**Пользовательские типы**

При помощи type можно создать пользовательский тип на основе других типов. К примеру id может быть строкой или числом, поэтому следует сделать тип, который может быть строкой или числом:

type ID = number | string

let myID: ID = '13243'

let friendID: ID = 13232

function handlerID(id: ID) {

console.log (id);

}

handlerID (1243353)

handlerID ('356434')

**Возврат из функции**

В ts возврат функции нужно явно указывать. Существует два специальных значения. Если функция ничего не возвращает, но притом она заканчивается, то нужно использоваться void. Если функция кидает ошибку или в ней бесконечный цикл, то нужно вернуть never.

function sum(a: number, b: number): number {

return a + b

}

function log(message): void {

console.log (message)

}

function infinite(): never {

while(true) {

}

}

function throwerr(): never {

throw new Error()

}

**Интерфейсы**

*Интерфейсы* также можно использовать с объектами. Они представляют собой «объект», в котором мы указываем свойства, которые мы хотим, видит в объектах, реализующих этот интерфейс.

interface Rect {

readonly id: number,

color ?: string,

size: {

width: number,

height: number

}

}

В этом интерфейсе мы использовали readonly свойство, которое позволяет указать значение лишь один раз, похож на константу. После мы использовали необязательный параметр с помощью «?».

Пример реализации интерфейса у объекта:

let r1: Rect = {

id: 12,

color: '#fff',

size: {

width: 123,

height: 140

}

}

r1.color = '#ccc'

r1.id = 12

**Наследование интерфейсов**

Интерфейсы также могут расширяться.

interface IAnimal {

eat(food): void,

mass: number,

color: string[]

}

interface IMammalia extends IAnimal {

feedMilk(): void

}

Здесь имена интерфейсов начинаются с I и это служит для того чтоб разработчикам было более понятнее.

**Динамические интерфейсы**

Когда элементов много и они однотипны, как например стили нужно использовать *динамические интерфейсы*. Это интерфейс, где мы явно указываем «шаблон» валидных значений.

interface Styles {

[key:string]: string|number,

}

let css: Styles = {

margin: '15px',

zIndex: 1000,

opacity: 0.9,

color: '#ccc'

}

**Перечисление**

В TS можно создавать перечисление. По-умолчанию значения константам дадутся по их индексу, но после имени можно указать значение. Также у перечисления есть квадратные скобки, через, которые можно искать по значениям.

enum Season {

Winter,

Spring,

Summer,

Autumn

}

console.log (Season.Autumn)

console.log (Season [2])

enum Sociable {

Facebook = 'Facebook',

Vk = 'Vk',

Youtube = 'Youtube'

}

console.log (Sociable.Vk);

console.log (Sociable ['Vk']);

В общем-то, они не такие мощные, как в Java, что печалит.

**Перегрузка функций**

function add(a: number, b: number): number

function add(a: string, b: string): string

function add(a: any, b: any): any {

return a + b

}

console.log (add ('Hello,', 'World'))

console.log (add (12, 142))

**Синтаксис классов**

Синтаксис классов стандартный и во многом похож на классы JS 6, за исключением в том, что this привязан к классу.

class Pet {

name: string

old: number

constructor (name: string, old: number) {

this.name = name

this.old = old

Pet.count++

}

getInfo(): string {

return this.name + ': ' + this.old

}

private static count = 0

static getCount(): number {

return Pet.count;

}

}

let p1 = new Pet ('Шарик', 3)

let p2 = new Pet ('Кнопка', 10)

let p3 = new Pet ('Наташа', 30)

let str = p1.getInfo()

console.log (str)

console.log (Pet.getCount ())

**Наследование**

Наследование осуществляется через extends. Все параметры оригинального конструктора нужно инициализировать через super. Из него же можно вызывать свойства из базового класса.

class User {

name: string

isMan: boolean

constructor(name: string, isMan: boolean) {

this.name = name

this.isMan = isMan

}

getInfo(): void {

console.log(`name ${this.name};\nisMan ${this.isMan};`)

}

}

class WorkerUser extends User {

company: string

constructor(name: string, isMan: boolean, company:string) {

super(name, isMan)

this.company = company

}

getInfo() {

super.getInfo()

console.log(`company: ${this.company};`)

}

}

let alex = new WorkerUser('alex', true, 'Google')

alex.getInfo()

**Модификаторы доступа**

* Модификатор *private* можно использовать только в классе.
* Модификатор *protected* можно использовать в классе и в его подклассе
* Модификатор *public* доступен всем.

По-умолчанию свойству выдается public.

**Геттеры и сеттеры**

class Name {

private \_name: string

private \_lastname: string

public get name(): string {

return this.\_name + ' ' + this.\_lastname

}

public set name(val: string) {

let arr = val.split(' ')

this.\_name = arr[0]

this.\_lastname = arr[1]

}

}

**Абстрактные классы**

abstract class Figure {

abstract getArea(): void

}

class Rectangle extends Figure{

constructor(public width: number, public height: number){

super();

}

getArea(): void{

let square = this.width \* this.height;

console.log("area =", square);

}

}

let obj = new Rectangle(20, 30)

obj.getArea();

**Реализация интерфейса**

interface IClosable {

close(): void

}

interface IAppendable {

append(value): void

}

class Data implements IClosable, IAppendable {

data: any[]

isClose: boolean = false

getByIndex(index): any {

return this.data[index]

}

close(): void {

this.isClose = true

}

append(value): void {

this.data.push (value)

}

}

**Дженерики**

Их существенно подрезали:

* вывод типов
* снижающий тип
* маски

Пример использования в классе:

class MyGen<T>{

ob: T;

constructor (ob: T) {

this.ob=ob;

}

getOb(): T{

return this.ob;

}

showType (): void {

console.log (typeof this.ob);

}

}

let gen = new MyGen<number>(12)

console.log (gen.getOb ())

gen.showType ()

Их также можно использовать в интерфейсах, абстрактных класса и методах.

**Ограничение дженериков**

interface IUser {

getInfo();

}

class User implements IUser {

\_id: number;

\_name: string;

constructor (id: number, name: string) {

this.\_id = id;

this.\_name = name;

}

getInfo() {

console.log ("id: " + this.\_id + "; name: " + this.\_name);

}

}

class Employee extends User {

\_company: string;

constructor (id: number, name: string, company: string) {

super(id, name);

this.\_company = company;

}

getInfo() {

console.log ("id: " + this.\_id + "; name: " + this.\_name+"; company:"+this.\_company);

}

}